* Given an array of integers, calculate the ratios of its elements that are *positive*, *negative*, and *zero*. Print the decimal value of each fraction on a new line with 6 places after the decimal.

**Function Description:** Complete the *plusMinus* function in the editor below.

plusMinus has the following parameter(s):

* *int arr[n]*: an array of integers

**Print:** Print the ratios of positive, negative and zero values in the array. Each value should be printed on a separate line with 6 digits after the decimal. The function should not return a value.

**Input Format:** The first line contains an integer,n , the size of the array.  
The second line contains n space-separated integers that describe arr[n].

**Output Format: Print** the following 3 lines, each to 6 decimals:

1. proportion of positive values
2. proportion of negative values
3. proportion of zeros

**Sample Input:** STDIN Function

----- --------

6 arr[] size n = 6

-4 3 -9 0 4 1 arr = [-4, 3, -9, 0, 4, 1]

**Sample Output**: 0.500000

0.333333

0.166667

Ans:

def plusMinus(arr):

    pos=sum(1 for i in arr if i>0)/len(arr)

    neg=sum(1 for i in arr if i<0)/len(arr)

    zero=sum(1 for i in arr if i==0)/len(arr)

    print(f'{pos:.6f}',f'{neg:.6f}',f'{zero:.6f}',sep="\n")

if \_\_name\_\_ == '\_\_main\_\_':

    n=int(input().strip())

    arr=list(map(int,input().split()))

    plusMinus(arr)

* Given five positive integers, find the minimum and maximum values that can be calculated by summing exactly four of the five integers. Then print the respective minimum and maximum values as a single line of two space-separated long integers.

**Function Description:** Complete the *miniMaxSum* function in the editor below.

miniMaxSum has the following parameter(s):

* *arr*: an array of 5 integers

**Print:** Print two space-separated integers on one line: the minimum sum and the maximum sum of 4 of 5 elements.

**Input Format:** A single line of five space-separated integers.

**Output Format:** Print two space-separated long integers denoting the respective minimum and maximum values that can be calculated by summing exactly *four* of the five integers. (The output can be greater than a 32 bit integer.)

**Sample Input:** 1 2 3 4 5

**Sample Output:** 10 14

Ans:

def miniMaxSum(arr):

    print(sum(sorted(arr)[:-1]),sum(sorted(arr)[1:]))

if \_\_name\_\_ == '\_\_main\_\_':

    arr=list(map(int,input().split()))

    miniMaxSum(arr)

* Given a time in 12[-hour AM/PM format](https://en.wikipedia.org/wiki/12-hour_clock), convert it to military (24-hour) time.

Note: - 12:00:00AM on a 12-hour clock is 00:00:00 on a 24-hour clock.  
- 12:00:00PM on a 12-hour clock is 12:00:00 on a 24-hour clock.

**Function Description:** Complete the *timeConversion* function in the editor below. It should return a new string representing the input time in 24 hour format.

timeConversion has the following parameter(s):

* *string s*: a time in 12 hour format

**Returns:** *string*: the time in 24 hour format

**Input Format:** A single string s that represents a time in 12-hour clock format (i.e.:hh:mm:ssAM or hh:mm:ssPM).

**Sample Input:** 07:05:45PM

**Sample Output:** 19:05:45

Ans:

import os

def timeConversion(s):

    h=s[0:2]

    if s[-2:]=='PM' and h!="12":h=str(int(h)+12)

    elif s[-2:]=='AM' and h=="12":h="00"

    return(h+s[2:-2])

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'],'w')

    result=timeConversion(input())

    fptr.write(result+'\n')

    fptr.close()

* Given an array of integers, where all elements but one occur twice, find the unique element.

**Example:** a=[1,2,3,4,3,2,1]

The unique element is 4.

**Function Description:** Complete the *lonelyinteger* function in the editor below.

lonelyinteger has the following parameter(s):

* *int a[n]*: an array of integers

**Returns:** *int:* the element that occurs only once

**Input Format:** The first line contains a single integer, n, the number of integers in the array.  
The second line contains n space-separated integers that describe the values in a.

Ans:

import os

from collections import Counter

def lonelyinteger(a):

    c=Counter(a)

    return(next(k for k,v in c.items() if v==1))

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    a = list(map(int, input().rstrip().split()))

    result = lonelyinteger(a)

    fptr.write(str(result) + '\n')

    fptr.close()

* Given a square matrix, calculate the absolute difference between the sums of its diagonals.

For example, the square matrix arr is shown below:

1 2 3

4 5 6

9 8 9

The left-to-right diagonal =1+5+9=15 . The right to left diagonal =3+5+9=17 . Their absolute difference is |15-17|=2.

**Function description:** Complete the diagonalDifference function in the editor below.

diagonalDifference takes the following parameter:

* *int arr[n][m]*: an array of integers

**Return:** *int*: the absolute diagonal difference

**Input Format:** The first line contains a single integer, n, the number of rows and columns in the square matrix arr.  
Each of the next n lines describes a row, arr[i], and consists of n space-separated integers arr[i][j].

**Output Format:** Return the absolute difference between the sums of the matrix's two diagonals as a single integer.

**Sample Input:** 3

11 2 4

4 5 6

10 8 -12

**Sample Output:** 15

Ans:

import os

def diagonalDifference(arr):

    lds=sum(arr[i][i] for i in range(len(arr)))

    rds=sum(arr[i][len(arr)-i-1] for i in range(len(arr)))

    return abs(lds-rds)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    arr = []

    for \_ in range(n):

        arr.append(list(map(int, input().rstrip().split())))

    result = diagonalDifference(arr)

    fptr.write(str(result) + '\n')

    fptr.close()

* **Comparison Sorting:** Quicksort usually has a running time of n\*log(n), but is there an algorithm that can sort even faster? In general, this is not possible. Most sorting algorithms are *comparison sorts*, i.e. they sort a list just by comparing the elements to one another. A comparison sort algorithm cannot beat n\*log(n) (worst-case) running time, since n\*log(n) represents the minimum number of comparisons needed to know where to place each element. For more details, you can see [these notes](http://www.cs.cmu.edu/~avrim/451f11/lectures/lect0913.pdf) (PDF).

**Alternative Sorting:** Another sorting method, the *counting sort*, does not require comparison. Instead, you create an integer array whose index range covers the entire range of values in your array to sort. Each time a value occurs in the original array, you increment the counter at that index. At the end, run through your counting array, printing the value of each non-zero valued index that number of times.

**Challenge:** Given a list of integers, count and return the number of times each value appears as an array of integers.

**Function Description:** Complete the *countingSort* function in the editor below.

countingSort has the following parameter(s):

* *arr[n]:* an array of integers

**Returns:** *int[100]:* a frequency array

**Input Format:** The first line contains an integer n, the number of items in arr.  
Each of the next n lines contains an integer arr[i] where 0<=i<n.

**Sample Input:** 100

63 25 73 1 98 73 56 84 86 57 16 83 8 25 81 56 9 53 98 67 99 12 83 89 80 91 39 86 76 85 74 39 25 90 59 10 94 32 44 3 89 30 27 79 46 96 27 32 18 21 92 69 81 40 40 34 68 78 24 87 42 69 23 41 78 22 6 90 99 89 50 30 20 1 43 3 70 95 33 46 44 9 69 48 33 60 65 16 82 67 61 32 21 79 75 75 13 87 70 33

**Sample Output**: 0 2 0 2 0 0 1 0 1 2 1 0 1 1 0 0 2 0 1 0 1 2 1 1 1 3 0 2 0 0 2 0 3 3 1 0 0 0 0 2 2 1 1 1 2 0 2 0 1 0 1 0 0 1 0 0 2 1 0 1 1 1 0 1 0 1 0 2 1 3 2 0 0 2 1 2 1 0 2 2 1 2 1 2 1 1 2 2 0 3 2 1 1 0 1 1 1 0 2 2

**Ans:**

from collections import Counter

import os

def countingSort(arr):

    c=Counter(arr)

    result=[]

    for i in range(100):result.append(c[i])

    return result

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    arr = list(map(int, input().rstrip().split()))

    result = countingSort(arr)

    fptr.write(' '.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* **Find the Median:** The median of a list of numbers is essentially its middle element after sorting. The same number of elements occur after it as before. Given a list of numbers with an odd number of elements, find the median?

**Function Description:** Complete the findMedian function in the editor below.

findMedian has the following parameter(s): int arr[n]: an unsorted array of integers

**Returns**: int: the median of the array

Ans:

def findMedian(arr):

import numpy as np

return(int(np.median(arr)))

* Sean invented a game involving a 2n\*2n matrix where each cell of the matrix contains an integer. He can reverse any of its rows or columns any number of times. The goal of the game is to maximize the sum of the elements in the n\*n submatrix located in the upper-left quadrant of the matrix.

Given the initial configurations for q matrices, help Sean reverse the rows and columns of each matrix in the best possible way so that the sum of the elements in the matrix's upper-left quadrant is maximal.

**Function Description:** Complete the *flippingMatrix* function in the editor below.

flippingMatrix has the following parameters:  
- *int matrix[2n][2n]:* a 2-dimensional array of integers

**Returns:** - *int:* the maximum sum possible.

**Input Format:** The first line contains an integer q, the number of queries.

The next q sets of lines are in the following format:

* The first line of each query contains an integer, n.
* Each of the next 2n lines contains 2n space-separated integers matrix[i][j] in row i of the matrix.

**Sample Input:** STDIN Function

----- --------

1 q = 1

2 n = 2

112 42 83 119 matrix = [[112, 42, 83, 119], [56, 125, 56, 49],

56 125 56 49 [15, 78, 101, 43], [62, 98, 114, 108]]

15 78 101 43

62 98 114 108

**Sample Output**: 414

Note: Here we can find solution using following pattern,

![A colorful squares with numbers](data:image/png;base64,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)

Maximise the indexes which have same color

So simply we have to find Max of same number of box like (1,1,1,1). And last return Sum of all Max numbers.

Ans:

def flippingMatrix(matrix):

nrows=len(matrix)

return sum([max([matrix[i][j],matrix[nrows-1-i][j],matrix[i][nrows-1- j],matrix[nrows-1-i][nrows-1-j]]) for i in range(nrows//2) for j in range(nrows//2)])

* Julius Caesar protected his confidential information by encrypting it using a cipher. [Caesar's cipher](https://en.wikipedia.org/wiki/Caesar_cipher) shifts each letter by a number of letters. If the shift takes you past the end of the alphabet, just rotate back to the front of the alphabet. In the case of a rotation by 3, w, x, y and z would map to z, a, b and c.

Original alphabet: abcdefghijklmnopqrstuvwxyz

Alphabet rotated +3: defghijklmnopqrstuvwxyzabc

**Note:** The cipher *only* encrypts letters; symbols, such as -, remain unencrypted.

**Function Description:** Complete the *caesarCipher* function in the editor below.

caesarCipher has the following parameter(s):

* *string s*: cleartext
* *int k*: the alphabet rotation factor

**Returns:** *string:* the encrypted string

**Input Format:** The first line contains the integer, n, the length of the unencrypted string.  
The second line contains the unencrypted string, s.  
The third line contains k, the number of letters to rotate the alphabet by.

**Sample Input:** 11

middle-Outz

2

**Sample Output:** okffng-Qwvb

Ans:

import os

def caesarCipher(s,k):

    result=[]

    for char in s:

        ascii\_offset=65 if char.isupper() else 97

        result.append(chr((ord(char)-ascii\_offset+k)%26+ascii\_offset) if char.isalpha() else char)

    return ''.join(result)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    s = input()

    k = int(input().strip())

    result = caesarCipher(s, k)

    fptr.write(result + '\n')

    fptr.close()